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Abstract

Learning-based congestion controllers offer better adapt-
ability compared to traditional heuristic algorithms. However,
the inherent unreliability of learning techniques can cause
learning-based controllers to behave poorly, creating a need
for formal guarantees. While methods for formally verify-
ing learned congestion controllers exist, these methods offer
binary feedback that cannot optimize the controller toward
better behavior. We improve this state-of-the-art via ANON-
SYS, a new learning framework for congestion control that
integrates the concept of “formal certification in the learning
loop”. ANONSYS uses an abstract interpreter that can produce
robustness and performance certificates to guide the training
process, rewarding models that are robust and performant
even on worst-case inputs. Our evaluation demonstrates that
unlike state-of-the-art learned controllers, ANONSYS-trained
controllers provide both adaptability and worst-case reliability
across a range of network conditions.

1 Introduction

Effectively controlling congestion in networks is a longstand-
ing problem in computer systems. Several recent approaches
to this problem use neural models, trained using reinforce-
ment learning (RL), as adaptive congestion controllers. In
typical network environments, such neural models have been
shown to outperform classical hand-written controllers fre-
quently [2, 14,27,50].

However, the unreliability of neural models raises concerns
about their deployment in real-world performance-critical
networks. As we demonstrate in Section 2, established neural
congestion controllers can exhibit highly suboptimal behavior
on unforeseen inputs; for example, they are not robust to noise
in network state measurements, and some decisions they make
can drag the transport connection toward extremely poor
performance. At the same time, neural models are opaque and,
unlike manually designed controllers, cannot be debugged
using conventional software engineering techniques.

Formal verification is a natural way to address these reliabil-
ity challenges. In particular, there have been several recent ef-
forts to formally verify congestion controllers [3,5,16,20,44],
including learned ones [16]. A key benefit of formal methods
is that they provide not only a strong assertion that a controller
behaves well on all possible inputs, but a sound certificate
that proves that it does so.

However, attempts to formally verify learned congestion
controllers face an immediate challenge: controllers trained
using standard performance objectives can violate key robust-
ness and performance requirements in the worst case. In case
verification fails, we are left with no option but to train an
entirely “new” controller that may fail all over again.

In this paper, we address this challenge through a learned
congestion control approach, called C3, that integrates veri-
fication and learning. Specifically, we present a verification
procedure where a verifier does not just provide a boolean de-
cision about whether a controller satisfies a desired property,
but quantitative feedback on how far the controller is from
provably satisfying the property. We also present a learning
algorithm that uses this feedback as part of the training loss,
ensuring that training iterations drive the learned controller
towards high worst-case satisfaction of properties in addition
to high average-case performance. The output of this learning
algorithm is a neural controller and a certificate, or proof, that
the controller satisfies its desired properties.

We apply the ANONSYS framework to Orca, a state-of-the-
art RL-based congestion controller [2]. Our verifier is based
on abstract interpretation, a classic approach for propagat-
ing symbolically represented sets of inputs through systems.
This propagation covers all the possible mappings from the
inputs (network states used as features) to the output (con-
gestion window to use) that the learning-based congestion
controller can induce. During each training step, we compute
the distance between the set of outputs computed via abstract
interpretation (which includes the worst-case outputs) and the
set of outputs that satisfy a specified property. We then use
this distance to shape Orca’s RL reward function.

In summary, our key contributions are:



* We motivate the need for formal certificates for learned con-
gestion controllers — and, more generally, for ML-controlled
software systems.

* We present C3, the first approach to building ML-controlled
systems that integrates learning with “formal certification in
the loop.”

* We present an implementation of our approach built on top
of Orca, a state-of-the-art neural congestion controller. We
define and provide certification of two key properties — one
relating to good performance and another to robustness.

* We evaluate ANONSYS and Orca across synthetic and
real-world network traces, demonstrating the benefits of "for-
mal certificate in-the-loop training" — our framework pro-
duces models with sound certificates for performance- and
robustness-related properties on large subsets of the input
space.

Our experiments show that a ANONSYS model trained
with a performance property provides up to 78% smaller p95
queueing delays compared to Orca, while sustaining compa-
rable bandwidth utilization; and consistently provides up to
84% smaller p95 delays compared to TCP Cubic and up to
7% higher average bandwidth utilization compared to TCP
Vegas. Similarly, a ANONSYS model trained with a robust-
ness property is significantly more robust to the worst-case
noise compared to Orca, while maintaining good average-case
performance.

2 Motivation and Overview

We begin by demonstrating scenarios where a state-of-the-art
learned congestion controller (LCC) behaves suboptimally.
Next, we sketch our approach to addressing these issues.

2.1 Issues with Existing LCCs

Traditional congestion control algorithms like TCP Cubic [22]
are human-designed. As a result, their behaviors are well-
understood, with clearly defined and rigorously analyzed
worst-case bounds [5, 10,42, 44]. In contrast, the emergence
of LCCs [2, 14,27,50] presents new challenges. While these
algorithms show promise in adapting to complex and dynamic
network environments, they often operate as black boxes. The
lack of transparency in their decision-making makes perform-
ing a similar analysis of their worst-case behavior difficult.
We use Orca [2], an existing LCC as the basis for anal-
ysis in this paper'. Orca is a deep reinforcement learning
(RL) agent that monitors network states (such as queuing
delay, observed throughput, etc.) and periodically modifies
the congestion window (CWND) computed by its ‘backbone’

I'While there are several RL-based controllers [2,27, 50] for congestion
control and our framework can work with any of them, we chose Orca owing
to its available and reproducible codebase.

manually designed congestion controller, namely, TCP Cubic
(see details in Section 3.1). Thus, fine-grained control is per-
formed by TCP Cubic and coarse-grained ‘corrections’ are
made by Orca’s LCC.

We analyze the behavior of Orca for two desirable proper-
ties: (i) Robustness: Can Orca maintain high performance
on traces similar to, but with slight differences from, those
where it was trained on and has already excelled?; and (ii)
Performance: Does the Orca controller utilize bandwidth
well without significantly under- or over- subscribing?

We comprehensively study several hand-constructed traces
with frequent but controlled variations in the available band-
width and distill our findings into two observations:

Observation #1: Orca is sensitive to perturbations. Con-
sider the synthetic trace in Figure 1. The standard Orca model
performs reasonably on this trace, mostly utilizing the avail-
able bandwidth even under bandwidth fluctuations. We then
add random noise, uniformly sampled between -5% and 5%,
to the observed delay state before passing it to the Orca LCC.
Note that such small perturbations can manifest in practice
due to measurement noise. Such measurement noise is com-
mon, e.g., due to reverse ACK congestion [38] and delayed
ACKs [9], and granularity of throughput/drop measurements.
The final state seen by the controller is shown as invRTT in
Figure 1b. Figure 1b shows that even when the noisy input
invRTT is high (e.g., right before 11.4s) implying low delays,
the LCC continues to use a small CWND- leading to severe
under-utilization of the link capacity. Thus, input points with
similar features can lead to very different trajectories with
Orca, showing that it is not robust to small amounts of noise.

Observation #2: Orca can enter bad states leading to poor
utilization. Evaluating Orca on another synthetic trace (Fig-
ure 2a), we find that even without artificially added noise,
Orca may enter into states with very low bandwidth utilization.
To utilize the available bandwidth well, a controller should
ideally meet the following property: increase (decrease) the
CWND when experiencing low queueing (high) delays . Fo-
cusing on CWND increase behavior, Figure 2b shows that at
the start of the misbehavior by Orca (around 17s — shown by
the dashed vertical line), even though TCP suggests a large
CWND to fill up the available capacity quickly, Orca instead
forces a significantly lower CWND and worsens the behavior.
Furthermore, the result suggests that once Orca enters such
bad states, it may fail to recover from them. Similarly, Orca
can also rapidly increase CWND when it should not, leading
to persistent delays, loss, and poor throughput.

Such behaviors would not have occurred had the Orca LCC
learner experienced these input points during training — if
it were so, the learner would have seen a poor reward and
“corrected” its action accordingly. However, LCCs cannot
be expected to experience all possible values of inputs; in
particular, Orca was only trained on a finite (albeit large)
number of traces and thus may not have seen queuing delays
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(a) ‘Orca under noise’ and ‘ANONSYS under noise’ are Orca and
ANONSYS models subjected to at most 5% uniformly random noise
to the observed queuing delay.
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(b) invRTT represents the inverse normalized RTT (minRTT /RTT).

High invRTT implies close to minimum RTT and hence should be
followed by higher congestion windows in future time steps.

Figure 1: Orca under noises — (a) Sending Rate of Orca and
ANONSYS with and without noise. ANONSYS is much more
robust. (b) invRTT observed by Orca (including the noise)
and its CWND, during the region within the dashed lines in
(a). After the dashed vertical line, Orca under noise continues
to use a small CWND while Orca, with a similar input, uses a
higher CWND.

for all possible input states. Such inevitable unexplored input
spaces cause unpredictable decisions at run-time, leading to
bad worst-case behaviors.

2.2 ANONSYS: LCCs with Certificates

Our solution to the above issues is to incorporate formal
verification of performance and robustness properties into
the LCC training loop. The end outcome of our approach is
illustrated in Figures 1a and 2a — the controllers C3 produces
are more robust than Orca and can ensure good utilization.
Given a property, a certificate is a proof, produced by a
formal verifier, that a learned model satisfies it for all possible
inputs. For instance, for an LCC that takes the network state
(including throughput, queuing delay, etc.) as the input and
outputs the CWND to be used for the next time step, a desirable
property may be of the form: “If queuing delay > k- RTT
over a given period of time, the system should not increase
the CWND.” A certificate then assures that for all possible
network conditions matching the precondition (queuing delay
> k- RTT for a given period of time), the model’s output
matches the post-condition (does not increase the CWND).
The central idea in ANONSYS is to compute such formal
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(a) Sending rate of Orca (an LCC without certificates) vs. ANONSYS
(an LCC trained with certificates).
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(b) Trends of the observed invRTT (= minRTT /RTT), actual CWND
action taken by Orca and the CWND suggested by TCP.

Figure 2: Orca entering critically bad states — (a) Sending
rate of Orca suddenly drops and continues for a prolonged
period of time while ANONSYS maintains its sending rate.
(b) Orca’s states for the region within the dashed lines in
(a). With high invRTT (hence, low queueing delays), TCP
increases the CWND (>100) but Orca continuously brings it
back down (to <50).

certificates via a verifier and use the certificate during training
of a base learning-driven controller; in ANONSYS’s case,
the base is Orca. At each training step’, the verifier takes
the current learned model (i.e., the Orca controller’s current
weights) and the property of interest as inputs to compute a
certificate.

Figure 3 presents an overview of training in ANONSYS.
Here, given an input state range [a, b], the verifier computes
the interval [p, ¢] overapproximating the set of outputs that the
LCC can possibly produce. The verifier then checks whether
the range of model outputs falls completely within the desired
range [/,u] defined in the property. We implement the verifier
using abstract interpretation (Section 3.2).

Traditionally, formal verification is a problem with a
boolean output: a system either satisfies or does not satisfy a
property. However, since there are typically many more ways
to fail a property than to pass it, a reward signal based on this
bit is sparse, i.e., rarely positive. Learning from such sparse
rewards is known to be hard [17]. Consequently, ANONSYS
computes an interval distance between the model output range
[p,q] computed by the verifier and the desired output range
[/,u]. This quantity is used as verifier feedback (Section 4.4)

2Here, a step denotes one interaction of the LCC with the environment.
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Figure 3: ANONSYS Overview. Raw feedback is the training
reward used by the base LCC, and verifier feedback is the
additional signal provided in ANONSYS.

within C3’s reward function, alongside the “raw” reward func-
tion that the underlying Orca LCC uses. While the raw feed-
back correlates with the empirical performance of the con-
troller, the verifier feedback offers a smooth measure of how
close the current controller is to provably conforming to the
property. Thus, the learner is nudged toward good average-
case performance and worst-case property satisfaction.

We state a few salient features of the ANONSYS frame-
work:

First, congestion controller designers can plug in various
properties of their choice into the framework and achieve a
model fine-tuned for that property. In this paper, we discuss
two properties, aligned with the notions of good performance
and robustness for LCCs (Section 4.2). We discuss extensions
to other properties in Section 8.

Second, because ANONSYS decouples the baseline LCC
from the property, congestion controller designers can use
it with any LCC other than Orca and attain the benefits of
the verifier feedback. Note that this implies that our verifier
is also not tied to a specific learning algorithm (specifically,
Actor-Critic RL used by Orca). Verifier feedback is provided
alongside raw feedback, allowing the agent the autonomy to
determine when and how to update its weights.

Third, our framework supports properties over partial states.
For example, the Orca LCC takes multiple features in its
input state, including queuing delay, throughput, loss rate, etc.
However, one may only want to train using a property over
queuing delay (for instance, the one mentioned above). For
such properties, our abstract interpretation-based verifier uses
symbolic values or intervals only for states of interest to the
property (queuing delay in the above property), while using
concrete values for other states.

3 Background

We devote this section to background on the Orca LCC and
the technique of abstract interpretation and its application to
neural models.

THR The average throughput
l The average loss rate of packets
DELAY | The average queuing delay of packets
n The number of valid acknowledgement packets
m The time between current report and the last report
SRTT | The smoothed RTT

Table 1: Observed network states in Orca.

3.1 The Orca LCC

Orca’s RL formulation [2] uses a two-level control for the
congestion window (CWND) - (i) fine-grained control that is
performed by the TCP Cubic protocol, and (ii) coarse-grained
control using a deep-RL agent. At periodic time-steps, Orca’s
RL agent monitors real-time feedback from the network envi-
ronment (Table 1), including key metrics such as throughput
and queuing delay — that it uses to compute a new CWND
and enforces this CWND at every coarse-grained control step
(aligned with the monitoring period). Thus, Orca modulates
TCP’s behavior through ML-based suggestions, as follows:

TCP)

CWND = fownp (@, CWND =22 % cwNDrcp (1)

where a € [—1.0,1.0] is the output of Orca’s coarse-grained
control, and CWNDrcp is the current TCP suggested CWND.
During training, Orca employs a heuristic reward function
based on the Power metric [26], designed to increase as
throughput rises or when loss rate and queuing delay decrease:

Rowes — R :(THR—Qxl)/<THRmaX> )

Rmax DELAY’ dmin

3

dni dmin < DELAY < B X dpy;
DELAY/ — min ( min = — I3 mm)
DELAY 0O.W.

Here { is a coefficient for controlling the impact of loss rate
compared to the throughput, THRp,x 1S the maximum through-
put observed, and B is a coefficient > 1.

3.2 Abstract Interpretation

We build our certificates through Abstract Interpretation [11].
Here, one represents values — e.g., the system state, controller
action, and reward — using symbolic representations, or ab-
stractions, in a predefined language (the abstract domain). For
example, we can set our abstract states to be hyperintervals
with upper and lower bounds in each state space dimension.
We denote abstract values with the superscript #. For a set of
concrete states S, a.(S) (known as the abstraction function)
denotes the minimal-area abstract state containing S. For an
abstract state s¥, Y(s*) (known as the concretization function)
gives the set of concrete states represented by s* (Figure 4).
The core of abstract interpretation is the propagation of
abstract states s* through a function f(s) that captures sys-
tem dynamics. For propagation, we assume that we have
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access to a map f*(s%) that “lifts” f to abstract states (as
shown in Figure 4). This function must satisfy the property
Y (s*) 2 {f(s) : s € y(s*)}. Intuitively, f* overapproxi-
mates the behavior of f: while the abstract state f*(s*) may
include some states that are not reachable through the applica-
tion of f to states encoded by s*, it will at least include every
state that is reachable this way. For simplicity of notation, we
will use the notation f(x) to represent functions when x is
concrete and their lifted counterparts when x is abstract. For
example, 7t(s%) is short-hand for a function 7* (s*) satisfying

Y(m# (%)) D {m(s) : s € y(s*)} for every abstract state s*.

Abstract State Propagation. In ANONSYS, we utilize the
box domain [36] for all the abstract states. In the box domain,
for a state with m variables, its abstract counterpart in the
domain is represented by an m-dimensional box. Each abstract
state is a pair s* = (b, be)4, where b, € R™ is the center of
the box and b, € R, represents the non-negative deviations.
The i-th dimension of the concretization, y(s*), is given by
interval [(bc); — (be);; (be); + (be);]-

In other words, in the box domain, the abstract state s* =
(be,be) 4 represents all concrete states for which the i-th di-
mension is in the above interval.

We now showcase how the abstract state is propagated
through the components of a neural network. When certify-
ing a neural model, we need to propagate the input interval
(Figure 3) through the model (denoted ), and any subsequent
calculations (e.g., computation of fcwnp, defined in Equa-
tion (1)). This requires us to write abstract counterparts for
the above functions. As an example, below, we explain how s*
is propagated for the basic matrix multiplication operation in
neural networks. We describe propagation through other oper-
ations in Appendix A. For a matrix multiplication function f
that multiplies the input x € R™ by a fixed matrix M € R xm;
f(x) = M - x. The abstraction function of f is given by:

FH(s™) = (M b, |M|-be)s,

where |M| is the element-wise absolute value of M.

4 ANONSYS

Now we present our approach. We first define our certified
RL problem (Section 4.1), describe the properties ANON-
SYS targets (Section 4.2) and the way our verifier constructs
certificates (Section 4.3). Next, we present our mechanism
for incorporating verifier feedback into training (Section 4.4).
Finally, we give a way to reduce the constrained optimiza-
tion problem in Section 4.1 into an unconstrained problem
(Section 4.5).

4.1 Certified RL

RL Formulation. Following Orca, we formulate the certified
learning problem in the general RL setting. For completeness
and to aid the explanation of our approach, we provide more
details that formalize the setting.

In RL, a learning task is modeled as a Markov Decision
Process (MDP), defined as M = (S, 4,r,P,$) where, S is
a set of states; 4 is a set of actions; Sy is a distribution of
initial states; P(s' | s,a), for s,s' € S and a € 4, is a proba-
bilistic transition function; and r(s,a) for s € S,a € 4 is a
real-valued reward function. A controller (also called policy)
in M is a possibly stochastic map 7 from states s to actions a”.
A (finite) trajectory T under T is a sequence sg,dg, S1,d],. - -
such that sg ~ Sp, each a; = 7(s;), and each 5,1 ~ P(s" | s;, ;).
We denote by R(t) = ¥, ¥'r(s;,a;) the discounted sum of re-
wards along a trajectory T, and by R(m) the expected reward
of trajectories unrolled under 7.

For ANONSYS, R is the heuristic reward function described
in Equation (2). We represent the state s; at time ¢ as the past k
steps’ observation of the network states ({(0;,0;—1,...,0¢—k)),
a; as the adjustments to CWND, the policy T as the conges-
tion controller, and the transition as the network environment
for a given link. Our observations o; track the same set of
monitoring statistics as in Orca (Table 1).

Certified RL. A property in our setting is a constraint of the
form ¢(m,X,Y), such that V(s;,...,si1x) € X, aj4x €Y, where
X C S*is the precondition and Y C A4 is the postcondition of
0 respectively. Our goal in this paper is to learn controllers
that certifiably satisfy such properties. That is, we expect our
learning algorithm to produce, in addition to a controller T, a
certificate, or proof, that ¢(m,X,Y) holds. We write -, ¢ if
T satisfies ¢ and c is a certificate of this fact.

Our learning problem formalizes a setting in which the goal
is to learn a controller that can maximize a standard heuristic
reward while certifiably satisfying a property. The problem
can be defined as

(n*,c) =argmaxzen E [R(T)],st. T 0 (4)

T~(M,m)

where R is the original reward function of the MDP M .

3In the implementation of C3, we only consider deterministic controllers.



This constrained optimization problem is difficult to solve
- we present a tractable approach in Sections 4.4 and 4.5.

4.2 Properties in ANONSYS

The current implementation of ANONSYS targets two classes
of properties motivated by the observations from Section 2.
Specifically, we consider a performance property that consists
of two parts:

1. If at step i, the past k-steps’ normalized queuing delays
are in the range [p, 1.0], then CWND; — CWND;_; < 0.

2. If at step i, the past k-steps’ normalized queuing delays
are in the range [0.0, ¢], CWND; — CWND;_; > 0.

Intuitively, these define the space of actions that a controller
should take to utilize network bandwidth well. They assert
lower and upper bounds on the change to CWND at each step
under consistent large or small queuing delay observations.
In congestion control, when the queuing delay is large — indi-
cating the capacity may have been exceeded and potentially
will lead to packet loss — we desire that the controller does
not increase its CWND (reflected in #1 above). Likewise, a
near-zero queuing delay indicates of the possibility that the
capacity may not be fully used, where we desire the controller
does not decrease its CWND (reflected in #2 above). We re-
quire our learned model to satisfy both parts of the above
property.

We also consider a robustness property that requires that at
step i, Ve[ —uu [T(si X (141)) = 7(s;)| < w(s;) x €. In other
words, adding small amounts of noise to the observed network
state should not drastically change the value of CWND.

This property ensures that controller actions are robust to
state perturbations arising from measurement errors (Sec-
tion 2). Ensuring robustness at each time-step also lowers the
likelihood that the slight perturbations that inevitably occur
during a single step accumulate and snowball over future time
steps and cause arbitrarily bad performance. Here, u is a pa-
rameter for constraining the noise range on the observation
and ¢ allows the controller’s output to fluctuate within a small
range.

4.3 Certificate Construction

Proceeding with our certified learning problem, the first key
aspect of our method is the computation of certificates using
abstract interpretation. Now we elaborate on this process.
An abstract state in C3 consists of k intervals over each state
dimension of interest, with each interval tracking the value of
the dimension over one of the past k time steps. Given a prop-
erty 0(m,X,Y ), we use intervals to initiate an abstract state
st = (of ,,...,0%) covering X for the past k steps. Then we
soundly propragate this abstract state through the controller to
obtain a symbolic output (action) representation af = Tt(sf).

By comparing af with ¥, we now obtain a proof of the prop-
erty if y(a¥) C Y (yis the concretization function defined in
Section 3.2). Thus, the indicator function 1[y(a’) C Y] is the
formal certificate that a controller satisfies ¢(7,X,Y).

As the neural controller in Orca predicts a modification to
the value of CWND computed using TCP, our abstract state
propagation includes the steps:

af =" (s}), )

CWND! = fixp(af,cwND[F), (6)

We now discuss how to construct certificates for the prop-
erties defined above.

Performance Certificate. In this case, at each step 7, we keep
track of CWND;_1, the value of CWND at the previous mon-
itoring step, and use this value to calculate the change to
CWND. We define X as {s|Vj € [i —k,i],0,.DELAY € [p,1.0]}
for the large-delay case, and as {s|Vj € [i —k,i],0;. DELAY €
[0.0,¢]} in the small-delay case. Y equals {CWND|CWND; —
CWND;_| < 0} and {CWND|CWND — CWND;_; > 0} for
the large-delay and small-delay constraints, respectively.
Hence, our performance certificate is 1[ACWND? C Y], where
ACWND¥ = cWND¥ — CWND;_;.

Robustness Certificate. For the robustness prop-
erty, at each step i, we keep track of the current
step’s CWND; from the controller given the observed
states. For step i, X is {s|s; x (1 +n),n € [~upu]},
Y = {CWND|abs(CWND — CWND;)/CWND; < €}. Our
robustness certificate is ]l[CWNDCHANGEfE C Y], where
CWNDCHANGE! = (CWND¥ — CWND;)/CWND;, represent-
ing the CWND change fraction.

4.4 Certificate Functions

Even with an efficient mechanism for certificate construction,
our learning problem remains challenging for two reasons.
First, property satisfaction is a sparse, discrete signal that is
difficult to learn from. Second, Equation (4) requires us to
balance the objective of learning for better average-case per-
formance (represented by R) with the goal of satisfying the
property on worst-case inputs. To address these challenges,
we introduce a certificate function that quantifies property sat-
isfaction and reduce the constrained problem into a tractable
unconstrained optimization problem.

Our certificate function C(w,c,¢) is a smooth function
which reaches its maximum Cp,,x When T . ¢. More pre-
cisely, C(m,¢,9) = Ec(asx) [Rverifier(T)], Where Ryerifier =
Y Y Perifier (5, @), for a reward function ryerifier derived from
the verifier.

The verifier reward ryerifier computes the distance between
the abstract output output}he computed by the verifier (re-
call that output! is ACWND* and CWNDCHANGE" for per-
formance and robustness properties, respectively) and the



postcondition ¥; asserted in the property. If output? is already
fully in Y;, verifier 1S assigned 1.0, meaning we already have a
good controller for this input condition.

More generally, the distance between a target area (e.g. ¥ =
[v1,4]) and the output (e.g. output’ = [0;,0,]) is computed
as:

0, ify; >0, Vyu <o

D(Y,output’) = { L, ify; <oypNoy <yy
VOLUME(Y Noutput®)

VOLUME (output?) other cases

@)
where VOLUME measures the volume of a set.
When a property has multiple constraints (e.g., our perfor-
mance property has two constraints to be satisfied simultane-
ously.), we average the different D’s:

rperformance D (Ylarge7 OUtPUtlaIge) +D(Y srna117 OUtpmsmaH)

verifier - 2 ®)
where ‘large’ and ‘small’ are for large DELAY and small DE-
LAY cases. In single constraint properties, 7verifier = D.

4.5 From Constrained to Unconstrained
Learning

The introduction of the certificate function converts Equa-
tion (4) to

(n*,c) =argmaxgemr E  [R(7)],s.t. C(W,c,0) =Cmax  (9)

T~(M )

We can now use a known method [18, 34] to reduce this
problem to an unconstrained problem. The idea here is to
convexify the space II of controllers by allowing stochastic
combinations of controllers, which expands IT into its convex
hull. Given the convexity of the resulting controller space, we
can rewrite Equation (4) as

[R(T)] + 5"(C(ch c, ¢) - Cmax)

(10)
To optimally solve the above problem, we would need to
perform an iteration over?x. In practice, we simplify the prob-
lem further by assuming A to be a hyperparameter controlling
the trade-off between average-case performance and the cer-
tified performance, and omitting the convexification step. In
addition, Cyyax 1S treated as a constant to represent certification
satisfaction that can be omitted during optimization.
These simplifications leave us with the unconstrained opti-
mization problem

(n*,c) = minargmaxpez E
A T~ (M)

(n*,¢) =argmaxpen E  [(1=A)R(T) +ARyerifier(t)]  (11)

T~(M )

where A € [0, 1] is the said hyperparameter. Intuitively, a small
A tends to learn the original controller (e.g., Orca) without
any certified performance and A — 1.0 makes the learning
fully guided by worst-case property adherence.

We note that Equation (11) has the form of a standard RL
problem. We now use the underlying deep RL algorithm in
Oreca to solve this problem.

In practice, deep learning algorithms are seldom able to
compute global optima; also, our reduction to unconstrained
learning makes several simplifying assumptions as mentioned
earlier. This means that while ANONSYS nudges the learner
in the direction of a fully certified controller, in practice, it
will not necessarily arrive at a controller that provably satisfies
a property on all inputs. However, as spelled out in Section 6,
C3 can find controllers that provably satisfy performance and
robustness properties on a substantial fraction of the input
space, and significantly outperform baseline LCC approaches
on the relative size of this space.

5 Implementation

Prototype. Our implementation is built on top of Orca. We
modify the Linux Kernel (version 4.13) the same way as Orca
for network state monitoring and for TCP Cubic to use the
CWND computed by ANONSYS.

Verifier. We use Interval Bound Propagation (IBP) [21,51] as
our base verification algorithm to extract the abstract output.
To support IBP, we wrap the neural controller with Sonnet
[12], which is able to provide composable abstractions for
each neural layer.

Since bound propagation introduces over-approximation,
we cut the input space X into N symbolic components {X;}
where N;X; =0 A U;X; = X in each training step and prop-
agate the small components through the computation com-
ponents. A large number of components reduces the over-
approximation and provides more accurate certificates but
introduces computational overhead. After a thorough analysis
(see Section 6.4), we use N = 5 for our training.

When representing the state input to the neural controller,

we use the abstract representation for the variable of interest
(e.g., queuing delay) and keep other variables as the observed
values. In this way, we allow the freedom to explore different
network conditions and collect real-time states to influence
the certificate feedback but also keep track of the worst-case
effect from the variable of interest.
Training. We build the ANONSYS RL agent with
Tensorflow [1]. Our neural controller architecture fol-
lows Orca: FC-256 — BN — Leaky RelLU — FC-256
— BN — Leaky ReLU — FC-1 where FC-N means fully-
connected feed-forward layer with output size N, BN is batch
normalization. We use Python to implement the training-
certification loop.

Orca’s agent is built on top of the two delayed deep de-
terministic policy gradient algorithm (TD3) [19] to support
continuous action learning effectively. Our framework follows
the same agent learning algorithm.

Similar to Orca, we use a distributed learning architecture
including multiple actors and one learner synchronizing the



Bandwidth | Minimum RTT | Buffer Size
[6Mbps - 192Mbps] | [4ms - 400ms] | [3KB - 96MB]

Table 2: Training network environment characteristics.

neural parameters from actors. Specifically, we use 256 actors,
each interacting with a different network environment with
stable bandwidth link during training. Each emulated network
link uses a combination of characteristics in Table 2. For each
actor, we pick the values for bandwidth and minimum RTT
uniformly spaced within a range, and set the buffer size to be
2BDP for the given bandwidth and min. RTT. We emulate
these links using Mahimahi [40]) and run a client-server pair
on each link. We initiate a client request and let the server re-
spond back with data continuously. We change the congestion
controller on the server side and interface it with the actor.

6 Evaluation

We evaluate ANONSYS against several benchmarks to answer
the following questions:

Q1: Does ANONSYS lead to better certified performance,
compared to Orca? We define metrics to quantify this in
Section 6.1.

Q2: Does ANONSYS give good empirical performance?

Q3: How does ANONSYS perform with various hyperparam-
eter settings?

Q4: How does the training performance for ANONSYS com-
pare against Orca?

Q5: How much overhead is added by integrating the verifier
in the training loop in ANONSYS?

We study two ANONSYS models, trained with performance
and robustness properties respectively, for the first two ques-
tions, and focus the rest on just the ANONSYS model trained
with performance property for brevity.

6.1 Experimental Setup

Baselines. We compare ANONSYS against two types of
baselines:

(i) Orca: We train Orca for multiple rounds of 50k epochs
each (as specified in the original paper [2]). We checkpointed
the model after each round, and selected the checkpoint with
the best performance for our evaluations in this section.

(ii) TCP Variants: We also evaluate three TCP variants: Cu-
bic [23], Vegas [6], and BBR [7]. Cubic treats packet loss as
the main congestion signal and is used by Orca as its backbone
congestion controller. Vegas instead uses delay as the main
congestion signal. Finally, BBR combines observed delays
and bandwidth estimation to make its decisions.

Traces. We evaluate ANONSYS and the above baselines on
22 traces (see Appendix B for some samples), broadly of two
categories:

(i) Synthetic Bandwidth Traces: We construct 18 traces with
controlled, but sudden and frequent variations in the link ca-
pacity (similar to the traces shown in Section 2).

(i) Real-world Traces: We also use four real-world traces
from [47], including traces with highly variable bandwidths
from commercial LTE networks such as AT&T, Verizon and
TMobile.

Methodology. We train all models with eight servers* con-

taining a total of 256 cores for our actor pool; servers are con-
nected via 100G links and another identical node is used for
the learner. During evaluation, we run a client that initiates a
request to a server that responds by continuously sending data
for the entire test duration — the congestion control scheme
comes into play on the downlink from the server to the client.
The link between the client and the server is emulated using
Mahimabhi [39]. We emulate each of the 22 traces (including
synthetic and real-world traces) on the downlink and test each
scheme back-to-back for each trace 5 times and report the
average where applicable.

At each time step of the evaluation when the agent takes
the state and produces an action, we also compute a certificate
using the verifier with 50 components equally splitting the
input space (see Section 5). We use a higher number of com-
ponents than the training setup in order to precisely evaluate
the certificate. We use such certificates during evaluation to
compare ANONSYS’s achieved property satisfaction against
Orca’s (more on that below).

Evaluation Metrics. We use a variety of metrics to evaluate
the certified and empirical performance of ANONSYS. The
former is important because (as mentioned in Section 4.5) in
practice, ANONSYS may not necessarily arrive at a controller
that provably satisfies a property on all inputs:

(i) Fraction of Certified Components (FCC): For each time
step, FCC characterizes how many of the 50 components
in the certificate satisfy the property being considered. We
compute the average FCC over all time steps to obtain the
FCC of a trace.

(it) Fraction of Certified Steps (FCS): The FCS of a trace
denotes the number of time steps in the trace where the com-
puted certificate is satisfied by a/l 50 components. A low FCS
value indicates bad worst-case performance — there were sev-
eral time steps where the certificate was not fully satisfied and
hence, worst-case behaviors may arise from the components
that did not meet the property.

(iii) Average Utilization and Delay: The average utilization
captures how well a congestion control scheme is able to uti-
lize the available bandwidth while delays denote the conges-
tion controller’s ability to maintain bounded queues. Ideally,

4Each server contains 32 Intel Xeon E5-2630 (2.40GHz) CPUs and
128GB of RAM.
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Figure 5: [Performance Property] Mean and std of FCC and
FCS on different categories of traces — shallow buffer sizes
(=1BDP).
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Figure 6: [Performance Property] Mean and std of FCC and
FCS on different categories of traces — large buffer sizes
(=5BDP).

we want high utilization and small, bounded delays.

C3 Hyperparameters. We evaluate ANONSYS over a
range of parameter choices for A and N. We choose the best
performing ANONSYS model (A = 0.25, N = 5) for the re-
sults in Sections 6.2 and 6.3, and perform a detailed sensitivity
analysis in Section 6.4. We focus on the performance property
with parameters (p = 0.75,¢ = 0.25) and robustness property
with parameters (u = 0.05,€ = 0.01). We follow Orca for all
other hyperparameters in training.

6.2 Certified Performance

Note that achieving 100% satisfaction of the property is im-
probable in practice for the reasons mentioned in Section 4.5.
We study closeness of ANONSYS-trained controllers to prop-
erty satisfaction using the FCC and FCS metrics. We compare
ANONSYS against Orca as certified performance matters only
for LCCs.

Performance Property. Figures 5 and 6 show the mean and
standard deviation of FCC and FCS over all traces of a given
type (synthetic/real), for two cases of the performance prop-
erty (Section 4.2). ANONSYS can achieve a high 0.54-0.69
FCC over all traces for the large delay case of the property;
and 0.67-0.75 FCC for the small delay case of the property.
Thus, on average, ANONSYS satisfies the performance prop-
erty for 50-70% of the components in the certificate. In con-
trast, Orca can only provide 0.24-0.44 FCC for the large delay
case and 0.14-0.43 FCC for the small delay case. Thus, in
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Figure 7: [Performance Property - y-axis: ACWND] Certified
components distribution of Orca (top) and ANONSYS (bot-
tom) for 50 time steps on two traces. The figure shows the
output bounds of the CWND action (ACWND) for each of the
50 components in the certificate (represented in colored). For
the small delay case (top half in each trace), the property spec-
ifies ACWND > 0, i.e., colored regions above the horizontal
red line are desirable. For the large delay case (bottom half in
each trace), the property specifies ACWND < 0, i.e., colored
regions below the horizontal red line are desirable.

practice, ANONSYS can provide significantly higher worst-
case satisfaction of the performance property.

This observation is also reflected in the FCS numbers
where ANONSYS achieves an FCS of 0.50-0.66 (2.2-3.6 %
higher than Orca) for the large delay case of property and
an FCS of 0.62-0.71 (1.8-6.5x higher than Orca) for the
small delay case. Intuitively, this implies that ANONSYS can
provide a certificate with full satisfaction of the property on
> 50% of the time steps. In particular, ANONSYS signifi-
cantly outperforms Orca on real-world traces with large buffer
sizes (see Figure 6b), where it can meet the property on 6.5x
more time steps than Orca. Thus ANONSYS can be expected
to provide bounded delays in such cases (we will show this
empirically below).

We provide a visual representation of what the FCC and
FCS metrics imply in Figure 7 using two traces - for the de-
picted time slices, ANONSYS has better bounds on the CWND
action for most components at any time (reflecting the high
FCC metric), and its output range satisfies the property fully
on more time steps than Orca (reflecting the FCS metric).

Robustness Property. Figure 8 presents the FCC and FCS
results for the robustness property across two sets of traces.
ANONSYS achieves up to 0.81 FCC on real-world traces
and 0.68 on synthetic traces, with FCS ranging from 0.44 to
0.70 — thus, a majority of components can formally satisfy the
robustness property. Furthermore, most steps fully satisfy the
property according to the FCS metric. In comparison, Orca,
without certified learning, has poor worst-case behavior: with
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Figure 8: [Robustness Property] Mean and std of FCC and
FCS on different categories of traces — 2BDP buffer sizes.

Nl Nl T O T TF§ Nl :
Q& ; Q& | b Q& TN g Q& a
N : o L o TR gy
N N o L N
Q Q N N
o NS Q° o
gro 50 o 50 g0 50 g0 50
PN Monitored o Monitored PN Monitored o Monitored
Time Step Time Step Time Step Time Step

(a) Trace 1: Orca (left), ANON-(b) Trace 2: Orca (left), ANON-
SYS (right) SYS (right)

Figure 9: [Robustness Property - y-axis: CWNDCHANGE] Cer-
tified components distribution of Orca (left) and ANONSYS
(right) for 50 time steps on two traces. The figures show the
output bounds of the CWND change fraction (CWNDCHANGE)
for each of the 50 components in the certificate (represented in
colored). The property specifies a target region for the CWND
to fluctuate in, i.e., CWNDCHANGE within the horizontal red
lines at y = +0.01 is desirable.

an FCS of less than 0.05, there are almost no steps where
Orca fully maintains robustness when noise is introduced
into the observed queuing delay. Figure 9 visually illustrates
the CWNDCHANGE of two traces for Orca and ANONSYS —
ANONSYS better bounds the CWND change to the target area.

6.3 Empirical Performance

To demonstrate the empirical performance of ANONSYS, we
report three statistics averaged over all traces of a given type
(synthetic/real): utilization, average delay, and average p95
delay. We first discuss the ANONSYS controller trained with
performance property and then the one trained with robustness

property.

Performance Property. Figures 10 and 11 show the com-
parison for small buffer sizes (=1BDP) and large buffer
sizes (=5BDP), respectively. Overall, ANONSYS consistently
achieves smaller p95 delays compared to Orca. ANON-
SYS’s p95 delays are 7-38% and 29-78% smaller on shallow
and large buffer links, respectively. Note that ANONSYS’s per-
formance property for large delays case prevents the CWND
from increasing when delays become large (as shown in Sec-
tion 6.2). Therefore training ANONSYS to meet the perfor-
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Figure 10: [Performance Property] Average throughput, nor-
malized delay (icons) and p95 delay (end of lines) — small
buffer sizes (=1BDP). Top-left indicates better overall perfor-
mance.
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Figure 11: [Performance Property] Average throughput, nor-
malized delay (icons) and p95 delay (end of lines) — large
buffer sizes (=5BDP). Top-left indicates better overall perfor-
mance.

mance property helps maintain low delays across all traces.
At the same time, the small delay case of the performance
property relies on a lower threshold for the queueing delay.
Thus, ANONSYS is trained to react when the queueing delay
falls below this threshold. On highly variable bandwidth links
with deep buffers (Figure 11b), this implies that ANONSYS
will only react when the queue has drained enough to meet the
threshold — this leads to ANONSYS experiencing 7.5% lower
bandwidth utilization compared to Orca. Another crucial find-
ing is that ANONSYS outperforms Orca on shallow buffer
links. Figures 10a and 10b show that ANONSYS achieves
0.1% and 5% higher bandwidth utilization on shallow buffer
links, while providing 31-38% smaller average delays. Note
that Orca was trained on buffer sizes of 2BDP, thus it learned
the optimal behavior for larger buffer sizes (evident by the
high bandwidth utilization for all traces in Figure 11) but
did not learn to react well to small buffer sizes. In particular,
with small buffer sizes, more losses may occur and to prevent
concomitant throughput drops, it is important to avoid losses
as soon as the delay increases. In contrast, when trained to
meet the performance property, ANONSYS prevents CWND
from increasing when delays become large. This reduces the
number of packet losses by 18% and 30% on synthetic and
real traces, respectively, compared to Orca, on shallow buffer
links.

Against TCP baselines, ANONSYS always outperforms
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average delay, p95 delay and average utilization (denoted
Avg, p95 and % Util respectively) — when subjected to a 5%
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TCP Cubic in terms of delays and Vegas in terms of band-
width utilization. Therefore, ANONSYS provides the best
of both TCP Cubic and TCP Vegas. Note that ANONSYS
uses TCP Cubic for its fine-grained control and its coarse-
grained control is guided by a delay-based property (similar
to what TCP Vegas proposes). In doing so, ANONSYS pre-
vents the bufferbloat issue of Cubic to a great extent — provid-
ing 13-47% and 57-84% smaller p95 delays for shallow and
large buffer sizes, respectively. At the same time, it achieves
2-7% higher absolute utilization compared to TCP Vegas.
Also, ANONSYS has smaller delays but slightly lower uti-
lization compared to BBR, as shown in Figures 10a, 10b
and 11b, where ANONSYS provides 12-37% smaller delays
while achieving 0.92-0.98 x bandwidth utilization.

Robustness Property. We apply a uniformly sampled noise
within [—5%,5%] to the observed queueing delay for both
Orca and ANONSYS. For all the synthetic and real-world
traces, we measure the three metrics (utilization, average de-
lay, and p95 delay) and we compute the percentage change
in each of these metrics when noise is added (Figure 12).
Overall, Orca is unpredictable and highly variable in the
face of minor noise while ANONSYS trained with the ro-
bustness property is more robust. While Orca can suffer up
to 18% drop in utilization, ANONSYS only sustains a maxi-
mum of 2% drop in its utilization while still maintaining 95%
bandwidth utilization on average. Note that adding noise may
cause Orca to inadvertently make a better decision at some
time steps in some traces where it was performing poorly
earlier, thus leading to cases where adding noise to Orca may
improve its performance.

6.4 Sensitivity Analysis

For brevity, we limit our analysis to the performance proper-
ties henceforth. Figure 13 shows the performance of ANON-
SYS for various parameters choices. We explain the insights
below.

Number of symbolic components. Note that we divide the
input range into several components to improve the precision
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sponds to the best-performing model used in Sections 6.2
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of certificates (Section 5). A larger number of symbolic com-
ponents implies a more precise certificate (and hence, more
accurate verifier feedback) because the input range is divided
into finer slices, thereby resulting in less over-approximation.
This is evident from Figure 13 where N = 1 yields loose
certificates and is hence unable to bound delays leading to
1.88x higher p95 delays. On the other hand, N = 10 provides
very accurate verifier feedback — which helps it to achieve
27% lower delays than N = 5 but in the process it loses out on
bandwidth utilization. Further, N = 10 is also computationally
expensive. Overall, N =5 is found to be the best configuration
balancing certificate precision and compute cost.

Weight of the verifier reward. By substituting different
values for A in Equation (1 1), one can increase or decrease the
weight given to the verifier reward during learning. Figure 13
shows that increasing A from 0.25 to 0.5 and 0.75 yields
32% and 42% smaller delays, respectively, but also results in
8.2% and 10.1% lower utilization as well. The reason is that
more weight to the verifier reward guides the learner to high
property satisfaction (and hence, more bounded delays) but is
unable to optimize for the raw reward.

6.5 Training Performance

We choose the best-performing ANONSYS model trained on
the performance property — N = 5,A = 0.25 and compare the
training performance for ANONSYS, against Orca. We train
Orca using the same procedure and training parameters as
specified in the original paper [2], picking the best checkpoint
when trained on multiple training rounds. We measure the raw
reward, verifier reward, and the overall reward (as in Equa-
tion (11)) at each epoch and show the resulting training curve
in Figure 14. As the training progresses, Orca’s raw reward
increases as expected. However, its verifier reward drops. This
indicates that just the raw reward is not enough to ensure high
satisfaction of the property — in fact, the decreasing verifier
reward over epochs suggests that the Orca learner optimizes
for the raw reward in a way that can reduce the satisfaction
of the property! In ANONSYS, we can gain a better verifier
reward, without significantly sacrificing the raw reward.
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6.6 Training Overhead

Orca ANONSYS - Performance Property
N=1 | N=5 N=10
296 | 17.7 | 6.2 34

Table 3: Epoch rates.

Unavoidably, verification introduces additional overhead.
We measure the mean epoch rate (epochs per second) across
256 actors, as shown in Table 3. We vary the number
of components (N) in the certificate (Section 5) to ob-
tain the results. Each additional component requires an-
other pass through the CWND* computation. In the perfor-
mance property, we account for two delay constraints (Sec-
tion 4.2), thus the verifier is invoked twice for each com-
ponent. Therefore, the per epoch computational complexity
is O(ANONSYSperformance) = (2N) - O(Verifier) + O(Orca).
This results in the increased time for each epoch and reduced
training throughput with increasing N.

7 Related Work

Learning-based Congestion Controllers. Several ML-based
approaches have been proposed for congestion control. In
addition to Orca [2], [45] utilizes imitation learning, [27]
introduces a deep RL-based controller, [15] focuses on online
learning, and [46] applies offline optimization. Additionally,
[50] explores data-driven congestion control design. However,
none of these LCCs offer certified guarantees after training,
and their neural networks can exhibit poor and unpredictable
worst-case behavior similar to Orca’s.

Verification for ML-based systems. Various machine learn-
ing techniques have been proposed for computer systems
problems [30,35], including resource allocation [37], memory
access prediction [25], offline storage configuration recom-
mendation [32], database query optimization [33], and storage
placement optimization [24,52]. Formal verification is a pow-
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erful tool for assessing the worst-case performance of such
systems, as explored, for example, in [13,31]. Similarly, [16]
verifies LCCs. All these approaches offer binary post-training
verification feedback.

A recent system [43] leverages verification tools during
training to generate high-quality counterexamples to augment
the training dataset. This approach produces a binary certifi-
cate at the end of training; also, like the above schemes, there
is no certified feedback during training. In addition, [43]’s
technique to identify input spaces to look for counterexamples
applies only to supervised learning algorithms.

Certified learning. The concept of certified learning traces
back to NaVer [41] and has since evolved with works like [8]
(which synthesizes program following constraints), [28,29]
(which leverage temporal logic formula to shape the RL re-
ward), [49] (which integrates verification into the training
loop by making it differentiable), [48] (which includes verifi-
cation with model-based RL), and [4] (which adds a learned
shield to safeguard learning performance).

Unlike ANONSYS, these techniques were not aimed at
the systems domain which entails considering (1) systems
properties of interest, specifying and modeling them, con-
structing their certificates, and integrating them with system
performance-related reward functions, (2) systematically us-
ing abstract interpretation, balancing over-approximation and
computational cost of training when exploring systems in-
put spaces, and (3) implementing and evaluating the certified
performance of the resulting systems in practical settings.

8 Concluding Remarks and Discussion

We have presented ANONSYS, the first LCC approach in
which the learned controller comes with a certificate of satis-
fying robustness or performance properties. We have demon-
strated the need for such certificates by highlighting certain
key flaws in current LCCs. We have given a method for incor-
porating formal certificates into the training process. We have
shown that this approach offers significantly better certified
performance without sacrificing much in terms of average-
case performance. We hope that our methods and results will
inspire further research on ways to regulate learning-based
systems. Now we identify a few concrete directions for such
research.

Beyond Congestion Control. Fundamentally, ANONSYS
builds on top of a backbone learning-based system and a
given property on the input-output behavior of the learned
components. This means that it is not restricted to Orca or
congestion control systems. Irrespective of the learning algo-
rithm used by the backbone (reinforcement learning — e.g.,
actor-critic, Q-learning, etc. — or supervised learning), one
can construct loss functions using the same framework to
guide "certificate-in-the-loop" training. Developing C3-like



approaches to other learned systems is an interesting direction
of future work.

Richer Properties. ANONSYS is not limited to the perfor-
mance and robustness properties in the paper. Any property
following the form ¢(m, X,Y) can be supported right out-of-
the-box. However, ANONSYS does not currently support tem-
poral properties. Temporal properties regulate sequences of
actions, which requires considering the influence of the en-
vironment, and thus, a transition representation for the envi-
ronment. (In general, such a representation requires strong
assumptions about the environment.) Augmenting C3 with
hand-designed or learned models of the environment is an
interesting avenue for future exploration.

Increasing the Precision of Verification. The certificates C3
computes are sound but incomplete due to over-approximation
in abstract interpretation. In particular, the box domain in our
case may include points not in the original input set (see
Figure 4). This means that a neural controller violating the
certificate may not necessarily violate the property itself. How-
ever, any controller satisfying the certificate is guaranteed to
satisfy the property. Over-approximation inaccuracy can be
mitigated in several ways: (i) Using more complex domains:
Polyhedral domains, for example, reduce over-approximation
but come with higher computational overhead. Given the in-
clusion of certificates in training, we opted for the lightweight
box domain in our work. (ii) Domain subdivision: Our current
work divides the domain into smaller components to improve
precision (Section 5). Future work could incorporate smart
sampling techniques to focus on components likely to lead to
edge cases, thus reducing computational costs.
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Appendix
A Abstract State Propagation

We present the abstract state propagation on more operations
involved in the program and neural network certification be-
low.

Add. The ‘Add’ concrete function f replaces the i-th ele-
ment in the input vector x € R™ with the sum of the j-th and
k-th element:

fx)=(x1,... ,xi,l,xj—kxk,xiﬂ,...xm)T.
The abstraction function of f is given by:
FH(s") = (M -be, M- be)s

where M € R™ ™ is a matrix that allows M - b, to replace the
i-th element of s* with the sum of the j-th and k-th element.

ReL.U. For a concrete element-wise ReLU operation over
xeR™:

ReLU(x) = (max(xy,0),. .., max(x,,0)),
the abstraction function of ReL.U is given by:

ReLU(b. +b,) +ReLU(b. — b.)
2 )
ReLU(be +b,) — ReLU (b, — b,) >
2 "

ReLU*(s*) = (

where b, + b, and b, — b, denotes the element-wise sum and
element-wise subtraction between b, and b,.

B Samples of Synthetic and Real-World Traces

We show samples of the kinds of traces used for our evaluation.
Figures 15 to 17 show the three types of synthetic traces used
in the evaluation. We construct 18 traces of these forms in total
and use them for the results in Sections 2 and 6. Figures 18
and 19 show samples of real-world traces from commercial
LTE providers that we use in Section 6.
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Figure 15: Fluctuating bandwidths at regular intervals.
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Figure 16: Gradually increasing bandwidth followed by sud-
den drop.
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Figure 17: Gradually increasing and gradually decreasing
bandwidths.
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Figure 18: Highly variable bandwidth link from a commercial
LTE provider.
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Figure 19: Highly variable bandwidth link from a commercial
LTE provider.
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